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MEMORANDUM FOR FILE

1. Introduction

“It has been remarked to me (to my great regret I cannot remember by whom ... ) that
once a person has understood the way in which variables are used in programming, he has
understood the quintessence of programming [dij72, pp.11]."" This remark has particular
relevance to understanding declarations in a programming language.

By “‘declarations’’ we mean the part of a programming language that allows meaning to be
associated with identifiers. Identifiers are used not only to refer to basic values like characters,
and data structures like arrays, but also to executable **functions’’, which take parameters and
return values. A discussion of the meaning of declarations must therefore address issues sug-
gested by the following phrases: basic and derived types; data declarations; type determination;
block structure; storage allocation; function declarations.

Rather than assume familiarity with C [ker78], we will introduce declarations in the
language through a sequence of examples, covering: program structure and where declarations
can occur, §1.1; data declarations and the association of types with identifiers, §1.2; identifiers
used as synonyms for types, §1.3. ’

In this introductorv section, the terms “‘type’ and “‘location” will be used informally.
See §2 and §5.1, respectively, for precise definitions. Think of there being a set Ty, whose ele-
ments are called “‘types’. Included in Ty are basic types like “‘integer”’, and derived types like
‘‘array of 8 integers™, which is distinct from the type “‘array of 7 integers”. One of the pur-
poses of a data declaration will be to associate a type with an identifier. The term “‘location’’
corresponds to a storage cell in a machine, except that a location can hold any basic value. A
location will be associated with each identifier representing a basic value. This basic value will
be determined from the identifier in two stages: first the location for the identifier will be deter-
mined, and then the value held in the location will be looked up.

1.1. Program structure. Here we will suggest the syntax of declarations by discussing the
following program fragment. (See appendix A for details of the syntax.)

intn=3;

char select(x,c¢,d)

int x; char ¢; char 4;

{
char e;
if (x>n) e=c; elsee=4d;
return(e);
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We will take a program in C to consist of a sequence of data declarations like
int n=3;

followed by a sequence of one or more function declarations. C-functions like select are
similar to functions and subroutines in Fortran, or to procedures in Pascal, except that C-
function declarations cannot be nested, As in Algol 60, the char in

char select (x,c,d)

specifies that select is a C-function that returns a character. Declarations of the formal
parameters x, c, and d precede the body of the C-function.. In the formal semantics it will be
convenient to have exactly one identifier in each data declaration, but lists of identifiers will be
allowed in examples of declarations,

The declaration of identifier n is external to all function declarations. External identifiers
can be referenced inside any function without being explicitly redeclared. Inside a C-function
we assume that any data declarations like that of e, precede all statements within the function.!

An entire program will be assumed to appear in one place, and issues related to separate
compilation of functions, or distributing a program across source files will not be dealt with.

1.2. Data declarations. The syntax in C for indicating the type of an identifier is a gen-
eralization of the mechanism used to declare arrays in many languages. For example, the fol-
lowing declaration specifies that ab is an array of 7 integer elements.

int ab[7];

The construction ab[7] is an instance of a *‘declarator’’.

Declarators. The syntax of an identifier declaration mimics the syntax of expressions in
which the identifier might appear. For example, suppose that identifier x has type integer, and
that px is a pointer, created in some as yet unspecified way. The unary operator & is such that
the statement .

pPx = &x;

assigns the location of x to the idenfifier Px: px is now said to “‘point™ to x. The unary opera-
tor * applied 1o a location, gives the value in the location. Thus if y also has type integer, then

Y = %px;
assigns to y the value in the location that Px points to. So the sequence
PX = &X; y = %px;
assigns the same value to y as does
y=x;
Declaration of the identifiers X, ¥, and px can be done as follows:
int x,y; int *px;

The declaration of x and y is reasonably obvious, but that of px invites comment. The

'c allows a goto to jump anywhere within the current function. even if the jump is into the middie of a
compound stalement containing declarations. The compilers for C [joh78,rit78a] resolve the issue of jumps

away.

)
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declaration
int *px;

says that the construction #px is an integer: that is, when px occurs in the context »px, it is
equivalent to an identifier of type integer. This reasoning is useful in all cases involving com-
plex declarations. For example,

float xyz[3] [5];

says that, in an expression, xyz [x;ll [n] represents a value of type float. Then, xyz[m] must
represent an array of 5 elements of type float. Similarly, Xyz must represent an array of 3
subarrays; each subarray being an array of 5 elements of type float.

The use of the symbols () should be clarified by
int £();
which declares a function £ returning an integer. Note that the number, or type, of the
operands of f is not specified by the declaration.?
The semantic rules for declarators appear in §3.

Structure declarations. The only derived types that are not mentioned in the above discus-
sion of declarators are structures and unions. A structure is an object consisting of a sequence
of named members. Each member may have any type. Unions are similar to structures, with
the exception that at any given time a union may hold just one of its members. For the
moment we will talk only of structures.

The following declaration associates a type with the identifier complex.
struct complex {double re; double im;};

Identifiers like complex will be referred to as structure tags. The structure tag complex is
subsequently used to declare other identifiers. The declaration

struct complex z, #zp; .

declares z to be a structure of the given sort and zp to be a pointer to a structure of the given
sort. .

As another example, the structure tag tnode is declared by

struct tnode |
char tword[20];
int count;
}struct tnode *left, *right;
’

to have type: structure consisting of an array of 20 characters, an integer, and two pointers to
similar structures. The identifiers tword, count, left, and right are the names of the four
fields or members of such structures.

The declaration of a structure tag and the subsequent use of that structure tag as a type
specifier can be combined, as in

struct complex (double re; double im;} X,¥,2;

The structure tag must always be included and becomes part of the type corresponding to the
structure. 3 For example, the type of x, y, and z, in

2 Changes to C that are under consideration would permit the specification of the types of the arguments as
well as the type of the result of a function.

The C reference manual [ker78) allows a structure tag to be dropped entirely, raising the question whether
root and pole below have the same type.
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struct complex {double re; double im;} X,¥,2z;

will be: structure with tag complex containing fields re and im, both of type double,
The order in which the fields appear is significant.
The semantic rules for determining the type of a structure appear in §4.

1.3. Typedef. typedef declarations do not reserve storage, but instead declare synonyms
for types which could be specified another way. The syntax of typedef declarations is just
like the syntax of declarations that do reserve storage: the difference is that rather than reserv-
ing storage of type, say, ¢ for the identifier within a declarator, the identifier becomes a
synonym for type 7. For example, after

typedef int MILES, *KLICKSP;
typedef struct | double re, im;) complex;

the constructions

MILES distance;
KLICKSP metricp;
complex z, »zp;

are all legal declarations; the type of distance is integer, that of metricp is pointer to
integer, and that of z is the specified structure. zp is a pointer to the specified structure.

typedef does not introduce brand new types: in the example above distance is con-
sidered to have exactly the same type as any other int identifier.

The semantic rules for typedef declarations appear in §4.

2. Types

2.1. Machine based types. C supports several basic types of objects, including characters,
various sizes of integers, floating point numbers, and enumerations of constants, §2.2. The
exact list of basic types is machine and compiler dependent, but the following type-specifiers are
accepted by all implementations. '

machine_based_specifier:
char
short
int
long
unsigned
short int
long int
unsigned int
float
double
long float /* double and long £float are synonyms s/

struct {double re; double im;} root;
struct {double re; double im;) pole, bode;

The view taken by the compilers for C [joh78.ri178a) is that two identifiers representing structures have the
same type if and only if they are declared using the same structure tag, or they appear in the same declara-
lion. Thus. pole and bode above have (he same 1ype, but root and pole do not. A human engineering
justification is given for this view: even if two identifiers start out having similar declarations. modifications to
the program may change one. but not the other declaration. If we want the identifiers to have the same type,
it is beiter to either declare them logether. or use the same structure lag while declaring them.

/"ﬁ
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If the type-specifier is missing from a declaration, it is taken to be int. Some implementations
will accept one or more of the following type-specifiers:

unsigned short
unsigned long
unsigned char

2.2. Enumerations. Enumerations of constants are analogous to the scalar types of Pascal.
Consider for example

enum grade (kabinett,spatlese,auslese} w;

The identifiers kabinett, spatlese, and auslese are declared as constants. These con-
stants are the only values that the identifier w may have. grade is called the enumeration-tag of
the type of w. The enumeration-tag may subsequently be used to declare other identifiers:

enum grade v;

The syntax of an enumeration specifier is as follows:

enumeration_specifier:
enum identifier | identifier-list }
enum /dentifier

Enumeration tags and identifiers must all be distinct. Identifiers of a given enumeration type
have a type distinct from objects of all other types.

2.3. Basic type specifiers.

basic_specifier:
machine_based_specifier
enumeration_specifier

2.4. Derived types. Derived types are constructed from the basic types in the following
ways: .

arrays of members of a given type;

Junctions which return objects of a given type;

pointers to objects of a given type;

structures conlaining a sequence of members of various types;

unions capable of containing any one of several members of various types.

In general these methods of constructing objects can be applied recursively. Not all the possi-
bilities suggested above are actually permitted. The restrictions are as follows:

there are no arrays of functions, although there may be arrays of pointers to functions:

functions may not return arrays, unions, or functions, although they may return pointers
to such things;

a structure or union may not contain a function, but it may contain a pointer to a func-
tion.

The above restrictions will not be checked in the semantic rules that will be given. Such check-
ing can easily be added to the rules, or can be specified separately.

2.5. Domain of types. The domain Ty of types will be the sum of the domain Tb of basic
types and summand domains corresponding to each way of constructing derived types.
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Before giving the exact structure of Ty, let us consider the functions that will *“‘construct
new types from old™. arr maps an integer n and a type  to a new type ' corresponding to
array of n members of type r; fn_ret maps a type ¢ to ¢’ corresponding to function returning
type f; point maps a type t to (' corresponding to pointer to type !. str, applied to a structure
lag and a list of pairs of member identifiers and associated types, yields a type ¢ corresponding
to a structure with the appropriate tag and members. wuni yields a derived union type and is
similar to str.

Intuitively, two types ¢ and ¢’ are equivalent if and only if they are constructed in the
same way from the same basic types. Thus the domain Ty will correspond (loosely) to the set
of expressions over the above operators and the elements of Tb.

Ty= Tb
+ {array} x N x Ty
+ {fn_returning} x Ty
+ {pointer} x Ty
+ {struct} x Ide x [Ide x Ty]*
+ {union} x Ide x [Ide x Ty]*

For clarity, single point domains like {array} have been included in the above specification of
Ty.

3. Declarators
Declarators play a central role in the process of associating a type with an identifier. Sim-
ple examples of declarators and their use were given in §1.2. The meaning of declarators can
be explained by considering the declaration
float xyz[3] [5];
The syntax in §3.1 will parse the declarator xyz[3] [5] as follows:
( (xyz) [3]) [5]

In order for xyz to be an array of 3 subarrays of 5 elements each, we must read the fully
parsed declarator inside out.

As further examples, consider the declarations
char *( fecp() ); int ( *pfi) ();

From the discussion in §1.2, a construction like % { fcp () ) can appear in any context where a
character is expected, and a construction like ( *pfi ) () can appear in any context where an
integer is expected. Reading the declarators inside-out, fcp is a function returning a pointer to
— from the type specifier char — a character. Similarly, pfi is a pointer to a function return-
ing an integer.

The meaning of declarators is given in §3.2.

3.1. Syniax. Data declarations have the form
declaration:
type_specifier init_declarator ;

init_declarator:
declarator
declarator = initializer

The declarator contains the identifier being declared. Initializers will be discussed in §5.4.

o d
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Declarators have the syntax:

declarator:
identifier
( declarator )
declarator [ constant ]
declarator ()
* declarator

The * operator on a declarator has lower precedence than all other operators, so *fep () will
be parsed as % (fcp () ).

3.2. Meaning of declarators. After a declarator has been examined, in addition to uncov-
ering the embedded identifier, the type of this identifier will also be known. The meaning of a
deciarator will therefore be a function from a type to an identifier and its type.*

See §2.5 for the operators arr, fr_ret, and point.
declarator](1): (Ide,Ty)
| identifier
— (identifier,t)
| ( declarator )
— ldeclarator} ()
| declarator [ constant ]
—lt n = [constant};
"= arr(n,t);
in {declarator}(r)
| declarator ()
—let = fires)
" in Qdeclararor}(r’)
| % declarator
—let 1 = point(0)
in {declarator] ()

3.3. Abstract declarators. In two contexts (to specify type conversions explicitly within
expressions, and as an argument of the built-in operator sizeof) it is desired to supply the
name of a data type. This is accomplished using a “‘type name,” which in essence is a declara-
tor without an embedded identifier.

ype_name:
- type_specifier abstract_declarator

4 The meaning of a declaralor should really be a function from a type and an environment to an identifier
and its type. The environment is needed 10 evaluate constant expressions, which can be used o specify the
number of elements in an array. Within a constant expression, the sizeof operator can be applied 10 “‘an
object™, and the environment is needed to determine the size of this “‘object™. By insisting that constants
rather than constant expressions be used in array declarations, we eliminate the need for knowing the type of
each identifier during the process of determining the types of struciure tags in §4.



abstract_declarator:
[* empty */
( abstract_declarator )
abstract_declarator [ constant ]
abstract_declarator ()
% abstract_declarator

To avoid ambiguity, in the construction
( abstract_declarator )

the abstract declarator is required to be non-empty. Under this restriction, it is possible to
identify uniquely the place in the abstract_declarator where the identifier would appear if the
construction were a declarator in a declaration. The named type is then the same as the type of
the missing identifier. For example,

int

int *»

int % [3]°
int (%) [3]
int % ()
int (%) ()

name respectively the types integer, pointer to integer, array of > pointers to integers, pointer
to an array of 3 integers, function returning pointer to integer, and pointer to function return-
ing an integer.

The semantic rules for abstract declarators are very similar to those for declarators.
labstract_deciararor](1): Ty
| /% empty */
-t
| ( abstract_declarator ) _
— labstract_declarator] (1)
| abstract_declarator | constant )
—let  n = {constant};
"= arr(n,1);
in [abstract_declarator] (1)
| abstract_declararor ()
— let t'= fn_ret(r)
in labstract_declarator}(t')
| % abstract_declaraior
— let "= point(r)

in {abstract_declarator] (¢')
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struct tnode {
char tword[20];
int count;
struct tnode *left, *right;

):

Note that tnode appears as a type specifier in the declaration of the members left and
right. Thus the type represented by tnode depends on itself.

As another example of circularly defined types, consider the structure tags x and y
declared by:

struct x {
int count;
struct y *py;
b

structy|
int count;
struct x *px;

b

typedef names, §1.2, can be used in declarations of structure members, and conversely,
structure tags can be used as type specifiers in typedef declarations. Thus the types of struc-
ture tags and typedef names must be determined together. From the syntax, structure tags
are part of type specifiers, which will be discussed in §4.1-2. Types are associated with typedef
names by declarations, which will be discussed in §4.3.

An example in §4.4 clarifies the handling of circularly defined types. The example also
suggests the need for the valuation dz in §4.5, which sets up the initial environment on func-
tion or *‘block” entry.

The scope of a tag x in a C-function is the current function: x may be used for other pur-
poses in a declaration external to all functions. Thus, on entering a function body, we must
distinguish between the type of x within the function from the type of x outside the function.
The purpose of valuation dz in §4.5 is to *‘reset’ the types of all structure tags and typedef
names within the current function by entering L for all such identifiers.

Finally, §4.6 suggests how the valuations of this section interact to determine the types of
structure tags and typedef names. Complete details will be given in §6 on function declara-
tions.

4.1. Syntax of type specifiers. The types of unions are determined just like the types of
structures, so semantic rules for unions will not be given.

type_specifier:
basic_specifier
struct identifier | member_decl_p)
struct identifier
identifier /* typedef name */

member_dec!:
type_specifier declarator ;

member_decl_p:
member_dec!
member_decLp member_decl .
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4.2. Meaning of type specifiers. A type specifier must clearly yield a type. In order to
determine this type, we may need to refer to the environment for the types associated with pre-
viously declared structure and union tags (or with identifiers in tyredef declarations). More-
over, since types must be associated with structure tags within a type specifier, a type specifier
may change the environment. Thus the meaning of a type specifier will be a function from an
environment to a type and a new environment.

tel ype_specifierl(e): (Ty,En)

Member declarations. Before we can give the type of a structure, we need to determine
the member identifiers and their associated types. The members of a structure are generated by
the nonterminal member_decl_p. A sequence, pairlist, containing pairs of member identifiers and
their associated types will be yielded by member_declp. At the same time, type specifiers
embedded within member declarations might change the environment, so the meaning of
member_decL_p will be a function from an environment to a pair list and a possibly new environ-
ment. The pair list will eventually become one of the arguments of the operator str, which con-
structs a type from a structure tag and such a pair list.

me [ member_decl.pl(e): ((Ide,Ty)*,En)
| member_decl
— me{ member_deci] (e)
| member_decl.p member_decl
— let  (pairlist,e’) = melmember_declpl(e);
(pair,e”) = mel member_deci](e);

in (pairlist - pair.e")

mel[ member_decil(e): ((Ide,Ty),En)
| type_specifier declarator ;
—let  (1,e") = telnpe_specifier](e):
pair = [ declarator] (1),
in (pair,e’)

The meaning of a type specifier can now be given. A basic specifier, §2.3, can either
specify a machine based type or an enumeration. The meaning of a basic specifier will be
assumed to be an appropriate element of the domain Tb of basic types, and will not be dis-
cussed any further. Finally, if a type specifier is just an identifier, then a type has already been

associated with this identifier using a typedef declaration, §4.3, and can be looked up in the
environment.

e~
S

~
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tel type_specifier] (e): (Ty,Enj
| basic_specifier
— (M basic_specifierl,e)
| struct identifier { member_decl p )
— let  (pairlist,e’) = melmember_decl p)(e);
t = str( icientiﬁer Lpairlist)
e" = e'(t/ identifier);
in (t,e")
| struct identifier
— (e(identifier),e)
| identifier /* typedef name */
— (e(identifier),e)

4.3. Data and typedef declarations. In data declarations like
struct complex z, %zp;

note that the types of identifiers like z and zp cannot influence the type of a structure tag or
typedef name.’ We can therefore ignore declarators containing identifiers like z and zp while
determining the types of structure tags and typedef names. However, the type specifier in a
data declaration may contain a structure tag so the effect on the environment of type specifiers
must be propagated.

A typedef declaration will change the environment by making the identifier embedded
in the declarator a synonym for the type yielded by the declarator.

deldeclaration}(e): En
| ope.specifier init_declarator ;
— e where (1,e") = telype_specifierl(e)
| typedef wpe_specifier declarator ;
—let  (1,e) = telype_specifierl(e);
(id,t) = Udeclarator}(1);
in e'[r/id]
delldeclaration_sl(e): En
| /% empty */
-
| declaration_s declaration
— defldeclaration}( deldeclaration_s}(e) )

4 Except through sizesf within constant expressions which might specify array bounds. Since the syntax of
declarators in §3.1 does not allow constant expressions in “‘array’ declarators, for the purposes of this paper
there is no interaction between identifiers like z and zp and structure or typedef declarations.
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4.4. An example. The structure tag x below, is used to declare one of the structure
members so the type of x is circularly defined.

struct x {
int count;
struct x %p;

)

Syntactically, the above program fragment is a type specifier, so valuation te will be
applied to it. From the rules for te in §4.2, a type specifier maps an environment e to a type ¢
and a new environment e”. Let us suppose that the starting environment e is such that
e(x) = &x.

The members of the structure do not affect the environment since they do not contain the
declaration of any structure tags. The pair list yielded by the members will therefore be:

(count, integer) (p, point(x))
This pair list will be used to construct the type
t = str(x, (count,integer) (p.point(rx)) )

Then, the environment e” = e[¢/x] will be determined and r and e” will be the result.

If o is an approximation to the type of x, then ¢ above is a better approximation to the
type of x. In fact, if t;, = 1, and

tiy1 = str(x, (count,integer) (p,point(1,)) )

then the least upper bound of the chain fy, - - - 4, + + + is the desired type of x.

There are iwo observations that are relevant at this point: the first hinges on the remark,
“if o is an approximation to the type of x’*; the second concerns the fact that the types of two
structure tags may be interdependent, so the types of all structure tags and typedef names
will have to be determined simultaneously.

There is no guarantee that o will indeed be an approximation to the type of x. After all
x may be used for some other purpose outside the current C-function and we have not yet pro-
vided a mechanism for ensuring that on entering a function, the types of any structure tags
declared in the current function are ‘‘reset’. The valuation dz in §4.5 will “‘reset” environ-
ments.

4.5. [Initial environments in a “‘block’’. For each identifier with which a type is associated
in the current set of declarations we will enter L as the type of the identifier. Types are associ-
ated with identifiers by typedef declarations, so we need a valuation dz for declarations.
Structure tags occur within type specifiers, so we need a valuation for type specifiers. Further-
more, a type specifier may be part of a member declaration, so in order to pick up nested struc-
ture tags we need a valuation for member declarations.

Since the purpose of each of these valuations is just to enter L for certain identifiers, we
will use the same letters dz for all of them.

<)
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dzldeclaration} (e): En
| ype_specifier init_declarator ;
— dz{ yype_specifier] (e)
| typedef ype_specifier declarator ;
— let e’ = dzllype_specifierl(e);
(id,1) = Ideclarator](1);  /* see note below */
in e'[1/id]
dzl declaration_s1(e): En
| declaration
— dzlldeclaration] (e)
| declaration_s declaration
— dzldeciaration} ( dzldeclaration_s1(e) )

Note. A declarator maps a type to an identifier and a type, so we have supplied L as a
“dummy”’ type to the declarator just in order to extract the identifier. The type ¢ returned by
the declarator will be igr.ored, since we enter L for id in the environment. O

dzl ype_specifierl(e): En
| basic_specifier
—e
| struct identifier member_decl p ;
—let &' = dzlmember_decl p}(e);
in e'[L/identifier) .
| struct identifier '
—e
| identifier /*typedef name */
—e
The remaining rules merely propagate the effect of embedded type specifiers.
dzlmember_decti(e): En
| type_specifier declarator ;
— dzl ype_specifier] (e)

dz[mengber_decl_p](e): En
| member_dect
~ dzimember_decil (e)
| member_declp member_dect
— dz{member_deci ( dz{ member_decL_p}(e) )
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4.6. Conclusion. The ingredients for determining the types of structure tags and
typedef names have all been assembled, but the details will have to wait until function
declarations are discussed in §6. On entering a function with environment e the dz valuations
are used 1o reset the types for all identifiers that represent types in the function. The valua-
tions de, te and me are then used repeatedly to determine the final environment. This final
environment is the starting point for Storage management.

5. Storage Management

The value of an identifier y can be changed either by an explicit assignment 1o y, or by an
indirect assignment through a pointer to y. The presence of pointers makes it convenient to
have a two-stage mapping from identifiers to their values. It is the purpose of this section to
give semantics for the *‘storage” aspects of data declarations. '

For an identifier y representing an integer, we will first find the location of ¥, and then
look up the value in this location. For identifiers representing arrays, structures, and unions,
we need enough locations to hold all the members, For example, after the declaration

struct pair {int hd, t1;} z;

locations will be reserved for z.hd and z.t1. Let these locations be /, and /,. The identifier
. by itself, has a list of two locations associated with it.

Locations, §5.1, are analogous to storage cells. Every location is included in the class of
Ivalues, §5.1, but Ivalues include for example a function mapping hd to /) and t1 to /5, which
is clearly not a location. In general, the members of a structure or an arrav need not be of
basic type, so rather than there being locations, there will be Ivalues for the members.

As the next example suggests, Ivalues for the members of an array must be contiguous, at
least conceptually. The declaration

int ab[7];

will reserve 7 locations for members of the array ab, where each location will hold an integer.
After ab is declared. the assignment '

pab = &ab[0];

leaves pab pointing to the location for the first member of the array. The locations for the
array ab have to be contiguous since the expression

pab + 1

points to ab[1], the next member of the array. In general, the members of an array can be of
any type, so we will want the Ivalues for the members of the array to be contiguous.

5.1. Locations and Ivalues. Let L be a domain containing a countable number of locations
li.lh. - - - . There will also be a special location FREE, distinct from /, for any >0, which will
be used during storage “‘allocation’”. Informally, for each state s, s(FREE) will be the first free
location relative to s.

L = [FREE,/j, 1y, - - - N

The function succ is used to obtain the “next’ location: succ(l) = L4y, for all 120,

An identifier in a data declaration will be mapped by an environment e to an lvalue. For
an identifier of basic or pointer type, this Ivalue will be a location. Rather than mapping an
array identifier to a list of !values for the members of the array, the identifier will be mapped to
a function from integers to lvalues. (This function makes it easy to determine the lvalues of
the array members e.g. if the Ivalue for ab is /, then the lvalue for ab[5] will be 1(5).) The

Ivalue for a structure or union identifier will be a function from member identifiers to member -

lvalues. There is no distinction between the Ivalue for a structure and a union.

®
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Lv=L + [N — Lv] + [Ide — Lv]

5.2. Allocation. Given a type ¢ and a state s, the auxiliary function new returns an lvalue,
and changes the state to s”. In the changed state, all locations in the returned lvalue are initial-

ized to the special garbage value GRB, and s”(FREE) is the first location following the locations
in the returned lvalue.

new(t,s) = .
te TbV t = point(t) —
let | = s(FREE); s’ = s[GRB/I]; I' = succ(D); in (1,s'[I/FREE]),
t=arr(n,t) —
let fo = \i.L; in newa(0,n,t', f,s),
t = str(id,pairlist) v t = uni(id, pairlist) —
let fo = \id'.L; in news(pairlist, f,s)

newa(i,n,t'.f,s) =
i2n—(,s),
i <n—let(l's') = new(t,s); in newa(i+1,n,t',f1/'/il,s)

news (pairlist, f,s) =
pairlist = () — (f,s),
pairlist = (id,t')-pairs — let (1,s") = new((',s); in news(pairs, f11/id,s")

5.3. Data declarations. The type of each identifier in a data declaration will be determined
just like the types of structure members, §4.2, and typedef names, §4.3, were determined.
Given a type, the function new will be used to associate an Ivalue with the identifier. Alloca-

tion and initialization of the Ivalue will actually be done as part of the meaning of
init_declarator, which is given at the end of §5.4.

dsldeclarationl(e,s): (En,S)
| type_specifier initdeclarator ;
—let  (1,€) = telype_specifierl(e);
in Yinit_declarator}(t,e’,s);
ds[d’eclaration_sﬂ(e,s): (En,S)
| /% empty »/
- (e,s)
| declaration_s declaration

~ dslideclaration}( ds{deciaration_sl (e,s) )

5.4. Initialization. An initialized declaration is the only way of specifying initial values for

identifiers declared externally to all functions. An “initializer” consists of an expression or a
list of expressions nested in braces.
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init_declarator:
declarator
declarator = initiglizer

initializer:
expression
{ initializer_pc )

initializer_pe:
initializer
initializer , initializer_pc

When an initializer applies to a scalar (a pointer or a basic type), it consists of a single
expression. When the declared identifier is an aggregate (a structure or an array), then the ini-
tializer consists of brace enclosed, comma-separated list of initializers for the members of the
aggregate, in increasing subscript or member order. If the member contains subaggregates, this
rule applies recursively to the members of the aggregate. If there are fewer initializers than
there are members in the aggregate, then the aggregate is padded with 0’s.

It is not permitted to initialize unions,
For example, in

float y[4] (3] ={
1,3,5],
(2,4,6),

} {3’ 517})

1, 3, and 5 initialize the first row of the array y[0], namely y[01([0], y[0J[1]. and
y[0][2]. Likewise the next two lines initialize y (1] and y[2]. The initializer ends early
and therefore y [3] is initialized with 0's,

Braces may be elided as follows. If the initializer begins with a left brace, then the
succeeding comma-separaied list of initializers initializes the members of the aggregate; it is
erroneous for there to be more initializers than members. If, however, the initializer does not
begin with a left brace. then only enough elements from the list are taken to account for the
members of the aggregate; any remaining members are left to initialize the next member of the
aggregate of which the current aggregalte is a part.

Precisely the effect of the example above is achieved by

float y[4][3] =
1,3,5,2,4,6,3,5,7
Vi

The initializer for y begins with a left brace, but that for y [0] does not, therefore 3 elements
from the list are used. Likewise the next three are taken successively for y{1] and y[2].
Also, viewing y as a two dimensional array,

float y[4][3] =|{
1), 42), 1030, {4}
)

initializes the first column 2nd leaves the rest of the array 0.

Since braces may be elided, the type of an identifier must be known before expressions in
an initializer can be associated with locations to be initialized. In associating expressions with
locations it is more convenient to follow the structure of the type of the identifier being initial-
ized than the syntactic structure of the initializer.

(3
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Given an environment and a state, we will extract a list (or tree) of values from an initial-
izer. Informally, if the expressions in an initializer were evaluated, and the braces indicated the
nesting structure, then the resulting structure would be the list of values extracted. This list
will be an element of the domain Vt given by

Vt=V +Vt*
The list is constructed as follows.
Uinitializer} (e,s): (Vt,S)
| exp
- Bexpl(e,s)
| { initializer_pc

— Hinitializer_pcl(e,s)

Linitializer_pcl (e,s): (Vt,S)
| initializer
— Linitializer] (e,s)
| initiatizer , initializer_pc
— let  (listl,s") = Uinitializer}(e,s);
(list2,s") = Uinitializer_pcl (e,s");
in (listl - list2,5s")
If an identifier of type r has lvalue /, then the auxiliary function enter will initialize the
lvalue / using values from a list initlist. Like new, §5.2, enter examines the structure of type ¢

and extracts elements from initlist as needed and enters them into locations. Entering a value
into a location changes the state, so enter yields a new state and the remainder of the initlist.

enter (1,t,s, initlist) = ,
teTb v ¢ = point(t') — enterb(l,t,s,initlist),
t = arr(n,t") — entera(0,n,l,t,s,initlist),

t = str{id,pairlist) — enters(pairlist,l,s, initlist)

enterb(1,t,s, initlist) =
initlist = () — (0,s(0/1),
initlist = v€V — (Q,slv/1).%

initlist = (v, lists, . . ., list,) A v€V — ((listy,..., list),s[v/I1)®

®In general, v need not be of type ¢, so an auxiliary function cast may be needed to determine v' from v,
where v’ is of type 1, and v is entered in location /.
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entera(i,n,l,t,s, initlist) =
i 2 n— (initlist,s),
initlist = (v, listy, . . ., listy) A vEV —
let  (initlist',s") = enter (1(i),t,s, initlist);
in entera(i+1,n,l,s' initlist’),
initlist = (list,, listy, . . ., listy) —
let  (rest,s") = enter (1(),1,s,list));

in entera(i+1,n,1,t,5',(listy, . . ., list,))

enters(pairlist, 1, s, initlist) =
pairlist = () —(initlist,s),
initlist = (v, listy, . . ., list,) A vEV —
let pairlist = (id,t) - more;
(initlist',s") = enter (1(id) ,t,s, initlist);
in  enters(more,l,s',initlist’)
initlist = (listy, listy, . . ., list,) —
let pairlist = (id,t) - more;
(rest,s) = enter (1(id),t,s, list,);

in enters(more,l,s',(listy, . . ., list,)

>

An init.declarator consists of a declarator with a possible intializer. All locations in the
lvalue returned by new are intialized to the special garbage value GRB. If an intializer is
present, then this garbage value is overwrmen

Linit_declarator}(t,e,s): (En,S)
| declarator
— let  (id,t') = [declarator}(1);
(1,s") = new(t',s);
= ell/id];
in (e',s)
| declarator initiatizer
—let  (id,t") = [declarator}(s);
(1,5") = new(t',s);
= ell/idl,
(initlist,s") = [initializer](e,s);
Ginitlist',s") = enter(1,¢',s', initlist);

in (e',s")

Q)
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6. Function Declarations
A function declaration, like the following from §1.1, conforms to the syntax given below.

char select(x,c,d)

int x; char ¢; char 4;

{
char e;
if (x>n) e=c; elsee=4;
return(e);

6.1. Syntax.

Jn_dec:
ype_specificr declarator parameters fn_body

parameters:
( identifier_sc ) parameter—decls

parameter_decl_s:
[* empty */
type_specifier declarator ; parameter_decl_s

6.2. Parameters. Since parameters are called by ‘‘value” in C, on entry to a function, the
actual parameters, which will be values, will be entered into fresh lvalues allocated for the pur-
pose. Observe that parameter declarations cannot affect the environment. (In §4 embedded
structure tags within type_specifiers caused the environment to be changed. Recall from §1.2
and §2.5 that the structure tag becomes part of the type that the tag refers to. Any tag within
parameter declarations will be treated as if it was distinct from the same tag external to the
function. Since the types of the formal parameters must match the types of the actual parame-
ters, no new tags can be declared within the parameter declarations.)

From the parameter declarations we will extract a list of formal parameters and their asso-
ciated types.

Eparametersi(e): (Ide,Ty)*
| ¢ identifier_sc ) parameter_decl_s
~ Iparameter_decl_s1(e)

fparameter_decL sl {(e): (1de,Ty)* -
| /% empty */
-0
| type_specifier declarator ; parameter_decl s
— let  (1,e") = telype_specifier] (e);
(pid,pt) = Ldeclarator1(t);
pairs = [parameter_decl_s}(e),
in (oid,pt) - pairs

6.3. Function entry. Having determined the formal parameters and their types, the func-
tion new will be used to find fresh lvalues for the formal parameters.’

Y The semantic rules for fi_dec assume that the formal parameters are of scalar type i.e. either basic or
pointer. If this restriction on types is lifted, then the lvalue for a formal parameter need not be a location.
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fel fi_decB(e): En
| type_specifier declarator parameters fn_body
—let  (t,e") = telype_specifier}(e);
(fd,t') = LdeclaratorB(1);
(pidy,pt))- - -« - (pid,,pt,) = Uparametersi(e’);
fn)tvl.:..,vk.)\s.
let (l,s)) = new(pt,,s);

(lesse) = new(pte,s,_,);

e" = e'ly/pid) - - - [/ pid];

s'=sdvi/tl - - - /by,

(v,s") = [ fm_body}(e",s");
in {v,s")

in elf/fid]

6.4. Function bodies. The rules for fi_body that follow summarize a fair amount of work.
(Since several environments and states are involved, the line number in which an environment
or state is defined is used as the subscript for the defined environment or state.)

The function body is reached with environment e and state s which already have lvalues
for the formal parameters initialized with the actual parameters. The first step is to use the
valuation dz, §4.5, 10 enter L as the type for all structure tags and typedef names in the
declarations at the head of the function body. As discussed in §4.4, the valuation de deter-
mines a new environment containing better approximations of the types for the structure tags
and the typedef names. Thus we can get the sequence of environments

eng=¢e; "’
en;; = delldeclaration_s} (en,) i20

The environment e, that contains the types of all structure tags and typedef names is actually
the least upper bound of the chain of environments eng.eny, - - - .

€= U{eni I i 20}

The above least upper bound is similar enough to the least upper bounds taken while determin-
ing least fixed points that the reader may be tempted to equate e; with the least fixed point of
deldeclaration_s]. Note however that eng is not L and contains valuable information about
external identifiers.

We therefore introduce a new operator clo (from fix closure) such that given a function
7:D — D and x€D.®

and a function like enter, $5.4. will be needed to enter the actual parameler into the Ivalue. The line
§'= Skh‘l/’]] T [Vk/lk];
will then have 1o be changed.

Also, the value v returned by fn_body need not be of the same type as ', which is the type returned by the
function, so an auxiliary function cast may be needed to determine v' from v, where v'is of type 1'.
P. Cousot pointed out that clo(x)(7) is exacily huis(z)(x) in the terminology of [cou?7). Some theoretical
properties of this operator have been studied in {cou77).
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clo(x)(r) = L{ 7(x) | i>1)
Using clo
ey = clo(e)) (dell declaration_s])

Having determined e, which contains types for structure tags and typedef names, we
can now allocate and initialize storage for the data declarations at the head of the function body
by using valuation ds, §5.3, to end up with environment e; and state s;.

The declarations have now been attended to, but we still have labels within the statements
in the function body to worry about. A valuation sz will enter the continuation L for each label
in the function body, yielding environment e,. This time valuation se determines a new

»

environment containing better approximations of the continuations for the labels in the func-
tion body. Another use of the clo operator yields environment es which can finally be used for
the statements in the function body.

As discussed in [set79b], starting with an initial continuation ¢o which yields the garbage
value GRB and does not change the state, the value v and the final state s, returned by the
function are determined using sc st s},

[ /nbodyl(e,s): (V,S)
| { declaration_s stm_s }
— let e, = dzldeclaration_s}(e):
e; = clo{e,)(del declaration_s});
(e3,s53) = dsldeclaration_s1(e,,s):
eq = szistm sl (ey);
es = clo(e,) (selstm_s}):
co = A\ 5. (GRB,s");
(v,57) = sclstm_s§ (es,cq,s5); .
in (v,s;)

6.5. Programs. The semantics of a C program are very similar to the semantics of a C-
function body: there are a sequence of data declarations that have to be ‘“‘processed” and then
instead of entering continuations for mutually dependent labels into the environment, the
meanings of mutually recursive function declarations have to be entered inio the environment.
The valuation fz specified below enters L into the environment for each C-function identifier.

/
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Lprogram}(e,s): S
| declaration_s fn_dec_p
—let e = dzEdecIarazion_s](e);
e; = clo(e,) (del declaration_sl);
(e3,s5) = dsldeciaration_s}(e,,s);
eq = fzl fn_dec_pl{e,);
es = clo(e,) (fel fn_dec_pl):
S = es(main);
(v,59) = f(s3);

in §7

fzll fn_decl(e): En
| type_specifier declarator parameters fn_body
—let  (fid.1) = [declaratorl(V);
in eli/fid]

fzll fn_dec_pll(e): En
| fn_dec
— fz[[ fn_dec] (e)
| fn_dec fn_dec_p
— fzll f_dec_p3 ( fzl f_decl (e) )
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Appendix A. Abstract Syntax of Declarations

Convention. At several points, lists of items, sometimes separated by commas have to be

generated. By convention, the suffixes _s, -P, -sc, and _pc mean zero or more, one or more,

} Zero or more separated by commas, and one or more separated by commas, respectively. For

N example, if nonterm is some nonterminal, then the productions for nonterm_s, nonterm_p,
nonterm_sc, and nonterm_pc are as given below.

nonterm.s:
"~ [« empty */
nontern.p

nonterm...p:
nonterm
nonterm nonterm_p

)

nonterni_sc:
/% emply */
nonterm_pc

nonterntpc:
nonterm
nonterm , nonterm_pc

Productions for nonterminals ending with _s, _p, _sc, and _pc will not be given.

program:
declaration_s fn_dec_p

Jn_dec:
Wpe_specifier declarator parameters JSn_body-

parameters:
( identifier_sc ) parameter_decl_s

parameter_decl:
ype_specifier declarator ;

o . declaration:
C"\/’ Wpe_specifier init_declarator ;

type_specifier:
basic_specifier :
struct identifier | member_decl_p)
struct identifier
union identifier { member_decl_p )
union identifier

h} identifier
member_decl:
Ype_specifier declarator ;

init_declarator:
declarator
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declarator = initializer

declarator:
identifier
{ declarator )
declarator [ constant )
declarator ()
% .declarator

abstract_declarator:
A empty x/
( abstract_declarator )
abstract_declarator [ constant }
abstract_declarator ()
* abstract_declarator

initializer:
expression
{ initializer_pc )

ype_name:
type_specifier abstract_declarator
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