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Source Control + Tools = Stable Systems

Eugene Cristofor
T. A. Wend:
B. C. Wonsiewicz

Beli Laboratories
Holmdel, New Jersey 07733

ABSTRACT

This paper describes our experience in administering the software for a large system.

- This task was accomplished with the help of a Software Manufacturing System, that

we designed and implemented.

The manufacturing system is based on strictly controlled and identified source files,
whose identification is preserved in compiled and loaded products. The
identification can be automatically extracted from the product, and forms a complete
specification for product manufacture. A hierarchy of products can be specified in

this way so that an entire system can be specified by a single label.

The requirements for the manufacturing system were:

The system must be reproducible in any version by a third party.
All changes to the software must occur at the source level.
The building process must be initiated by a single command, and use a

minimum of machine resources.

The techniques described here are based on simple tools applicable to other develop-

ment environments.

1. INTRODUCTION

This paper discusses software administration
for a large software project. By large, we
mean hundreds of developers, thousands of
source files, and millions of bytes of execut-
able code. The problem addressed is how to
efficiently and automatically manage the
software, so that any given version of the
system can be manufactured and, if neces-
sary, changed.

Control of the system is based on control of
the source code. Each source file contains a
unique label, which is reproduced in objects
constructed from the file. A product
(object, library, or executable file) contains
the labels of all the source needed to con-
struct it. Tools have been built to extract

_ the labels to form a complete and exact

specification for the manufacture of the pro-
duct. The basic technique supports the
manufacture of a hierarchy of products:
library, process, subsystem, and system. A
single label is sufficient to specify any of the
above.

The manufacturing system described is based
on the use of the UNIX' time-sharing sys-
tem [DMR], and uses the Source Code Con-
trol System (SCCS) [MJR] [ALG].

For the sake of simplicity, the case of all
developers residing on a single machine is
discussed first. The multimachine environ-
ment poses special problems that are dis-
cussed separately.

2. BASIC ELEMENTS

The system to be manufactured consists of
several hundred processes, or executable enti-
ties. The processes may be grouped into
subsystems characterized by a large number
of common interfaces. The processes are
built by compiling source files into object files
and then loading them together with
libraries, which are collections of object files.

The discussion begins with the source file.

1. UNIX is a Trademark of Bell Laboratories.
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2.1 File Names

Every source file necessary to manufacture
the system is given a unique name. The
source files are administered by SCCS which
assigns a unique number to each version
stored. The name and version number
(SCCS id) constitute the label, which is
represented as an ASCII string. The label is
all that is needed to retrieve that version of
the file from the system archives.

Every file extracted from the archives con-
tains the Jabel concatenated with a key string
of characters which can be recognized
automatically. The labe!l is compiled into
every object file produced from the source
file. Figure 1 depicts the transforms of
source files into processes, and the presence
of the label at every stage.

For example, if a C language [BWK] source
file named copy.c at version 1.7 were com-
piled, placed in a library, and subsequently
loaded into a process, the source file, the
object file, the library, and the process would
all contain the label, "copy.c 1.7".

Further, if during compilation, the source
file copy.c included? two other files x.k and
y.h, their labels would be included in all the
previous objects. Since all dependencies are
tracked in this way, the typical process will
contain hundreds of /abels.

The SCCS what command extracts the labels
from an object, be it a source file, an object
file, or a process. Figure 2 shows how the
what command works.

For example, the output of the what com-

If the slists for products a and b are a.s! and
b.sl, the subsystem containing them could be
described by another slist ab.sl:

a.sl 71.21
b.sl 1.1

The subsystem slist has its own label (name
and version), and could be an element in
another slist in the next level of the hierar-
chy. Ultimately, the entire system
specification can be captured in a single slist,

_referred to as the master slist’. The

mand on the object file copy.o will look like -

this:
copy.c 1.7
xh 21
zh 5d

2.2 SLISTS - Product Table of Contents
The output of what can be captured as the

full description of the source files required -

for the process. We call it an slisz, for SCCS
id list. The slist is the complete and precise
specification of the source files needed to
make an object. Since it is a file, it may
itself bec an SCCS filc with its own lahel
[ALG1].

2. The C language supports a file inclusion mechanism.
(

specification may be hierarchical, by
referencing a hierarchy of slistss. The hierar-
chy can be changed by changing the content
of the slists. The hierarchy of slists for the
example given in this Section appears in Fig-
ure 3.

It is possible to check the consistency of files
referenced in the slist. If the same file is
referenced with different versions, the slist is
inconsistent. This might arise if a program
were compiled with a new version of a
shared data file, but loaded with a library
compiled with an older version. The incon-
sistency may be either malignant or benign,
we usually assume the worst.

The systematic description of the files in a
system has other benefits. A similar check
can be made to the slist hierarchy to verify
the consistency of the entire system. The
impact of a proposed change in a single
source file can be estimated by counting the
number of references to the respective file in
the slists. Finally, the objects built from the
slist specification can be checked by compar-
ing the output from the what command with
the slist.

2.3 MAKE - Minimal Work Facility

Make is a tool for building programs [SIF].
Information on the inter-file dependencies
and the commands necessary to build a pro-
cess are stored in a makefile, and executed
repeatedly and reliably. In addition to the
information contained in the makefile, and
transparent to the user, make also uses the
time of last modification of every file refer-
enced in the makefile. This attribute is
maintained by the UNIX file system, and is
updated every time a file is modified. Figure

3. The hierarchy of slists is a natural organization,
since the UNIX file system is a rooted tree with an
arbitrary number of levels.



4 shows the function of make.

Make builds a product by assuring that its
components are up to date and rebuilding
only what is necessary. It avoids wasteful
recompilation, and inclusion of out of date
components.

Make allows a third party to manufacture
software in a conmsistent manner, by repeat-
ing the building commands stored in the
makefile.

The use of make has been generalized to:

build the directory structure for con-
structing a product. .
extract the source files from the SCCS
archives. '

perform checks on the source files.
build the product.

perform the unit tests on the product.
install the product in an appropriate
place. .
produce documentation or listings.
generate slists, verify consistency, and
stamp products.

Further, makefiles can be arranged in a
hierarchy paralleling the slist hierarchy. The
makefiles themselves become SCCS files, and
every slis must reference at least one
makefile. The lowest level makefiles build a
single process; the master makefile builds an
entire system.

Since make constructs a graph of dependen-
cies, and tests each to see if anything needs
to be rebuilt, it requires time to determine
that nothing needs to be done. For a com-
plex system with relatively short component
build times, the overhead has been meas-
ured at approx. 20% of the time to rebuild
from scratch. In more typical cases the
overhead is much less.

In any case, the machine time is well spent,
since using make a large class of incon-
sistency errors can not possibly occur.

3. SOFTWARE MANUFACTURING

The Manufacturing System is based on all
the concepts described so far. The manufac-
turing process can be subdivided into three °
major parts: software turnover, consistency
checks, and the building proper.

Software turnover from development to
manufacturing occurs when the developers

install all source files in the SCCS archives,
and deliver to manufacturing the labels of
the slists for the process, subsystem, or sys-
tem. Next, a series of automatic and manual
checks are performed on the source files and
the slists. Finally, the process  is built,
tested, and installed.

Figure 5 shows how the manufacturing sys-
tem interfaces with the development and
manufacturing environments. .

3.1 Software Turaover

" To build a system, the following inputs are

required:

8. A schedule with the dates at which the
various parts of the system will be avail-

able. A system is built in layers, as fol- -

lows:

the shared data, e.g. common files,
libraries, etc. .

the basic tools: operating systems,
compilers, loaders, and the system
building tools themselves.

several layers of application
processes. :

As soon as one layer is successfully
built, the system is released to the user
community, to serve as a base for build-
ing and testing the next layer.

b. Process information, i.e. the label of
the process slists. Besides the skis infor-
mation, the developers also submit a
copy of the process, which is checked
for consistency with the skis, and if con-
sistent, added to the system as is.

¢. In the majority of cases the label of the
master slist of the previous system is also
required, to identify the processes that
changed since it was released.

The turnover itself takes place when the
developers submit the labels of the respec-
tive slists according to the schedule. This

information and the compliance with the

schedules are checked by the manufacturing
system, and the approved slists labels are
used to update the hierarchy of indirect skists
all the way to the master slis. When the
required set is complete, the consistency
checks are started.
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3.2 Consistency Checks

A system is defined to be a collection of con-
sistent processes. For processes to be con-
sistent, they must pass all the tests described
below.

The software manufacturing system per-
forms various consistency checks omr the
software, prior to, and during the building
phase. These checks are:

a. Hierarchy check: the entire collection of
slists and the makefiles required for the
system must be present, i.e. there may
be no missing slists.

b. Global consistency check: all files refer-
enced more than once (in one or more
slists), must be referenced with the
same label.

c. Shared files check: files referenced in

more than one slists must reside in a.

common area. It is illegal to have two
(or more) copies of the same file in the
system.

d. Processes must be stamped with the
SCCS id of the respective slist, and their
constituent parts must agree with the
slist.

All the checks described are automatically

performed by the manufacturing system. If

any fail, the slist is returned to the
developer, and it must be resubmitted after
correction.

3.3 Building a System

The software manufacturing system consists
of several Shell procedures [SRB], that
invoke SCCS and make.

The system is built by issuing a single com-
mand, regardless of how much of the system
has to be built. The underlying tools will
perform the minimum amount of work
required to build, or change the system.
Specifically, the following command is exe-
cuted to start the manufacturing process:

mksys release3.0 3.17

The above example directs the manufactur-
ing system to build the system version 3.0,
at the version 3.17 of the masier slist.

The manufacturing process will perform the
following steps, in addition to the con-
sistency checks that were previously

described:

a. Will get the master slist from the SCCS
archives at the version required, e.g.
3.17.

b. Will get the master makefile from the
SCCS archives, at the version specified
in the master slist.

¢. Will invoke the make command, using
the master makefile as input. Beginning
at this point, the entire building process
consists of walking the hierarchy of slists
and makefiles, until the system is built.
Every makefile executes the following
steps:

1. Create the directory structure that
the respective process will require.

2. Get all the source files required for
the process from the SCCS
archives. Each file is extracted at
the version specified in the associ-
ated slist.

3. Check the files to insure compliance
with project standards.

4. Build the process.

5. Perform the unit test on the pro-
cess.

6. Check the source file needed for
documentation.

7. Build the documentation for the
process, e.g. running instructions,
specifications, etc.

8. Verify that the process and the slist
are consistent.

9. Stamp thé process with the label of
the slist.

10. Install the process and the associ-
ated documentation in the appropri-
ate directories.

The hierarchy of makefiles will insure
that work already performed is not
repeated, thus providing an incremental
building capability.

The contents of a system are controlled by
the contents of the slist and makefile hierar-
chy, i.e. only the processes whose slists
appear in the master will be built, and only
the commands appearing in the makefiles will
be executed.



-s.

4. CRITIQUE AND FUTURE WORK

The Software Manufacturing System based
on a hierarchy of slists and makefiles has per-
formed well. Our experience has indicated
that improvements can be made in several
areas.

4.1 Shared Data

The shared data, i.c. global header files®,
libraries, etc., introduced the problem of dis-
tributed ownership on a system resource.

{

Since there were numerous owners for the
shared files, the shared data started showing
a scattering tendency, as well as duplication
of global data.

The solution for this problem was to imple-
ment the following:

a. The shared data (among other things)
are stored in a project database called
the System Glossary [PAB]. :

The Glossary helps identify redundant

or inconsistent data, and contributes to

the organization of the shared data. The

contents of the Glossary can also be -
used to generate the shared files in a

given programming language.

b. Shared files reside in relatively few, well
known directories, e.g.:

shared header files
shared libraries -
shared data files

As a fringe benefit of this organization, the
makefiles can now be generated consistently,
since all references to shared data are to the
places mentioned above. In fact, a substan-
tial part of a makefile can now be produced
by a specialized tool.

4.2 Structure of SCCS Archives

In the first version of the Software Manufac-
turing System, the directory structure of the
manufactured system mirrored that of the
SCCS archives. The knowledge of the struc-
ture was embedded in the makefiles. As a
result of this tight structural coupling, nei-
ther structure could evolve, except by addi-
tion. -

We first considered a scheme permitting
multiple logical views of a single physical

4. A header file is a source file containing global data;
it is induded by other source files.

structure (the SCCS structure), after which,
we settled on:

a. The structure of the SCCS archives is
no longer publicly known. The files are
moved to and from the SCCS structure
entirely based on the name of the file
(which are unique).

b. A makefile no longer knows about the
SCCS structure, the only structural
knowledge allowed in a makefile is:

current directory®, .and possibly a
tree whose root is -the current
directory (this structure will be
built by the makefile %tselt')

" the well known directories for the
shared data =~ -~ -

The decoupling of the SCCS and system
structures allows the SCCS structure to
evolve without creating havoc with system-
wide effects. '

This also implies that a makefile will build a
process the same way, regardless of its loca-
tion. Therefore, the same makefile serves
the developer - in a private work space, and
the manufacturing system - in the official
system space. .

4.3 Differential Building Tools

The building of a large software system
always poses the problem of sheer size. It
takes a long time and considerable machine
resources to build it. In addition, during
system test, there is the need to make "quick
fixes" as the testing progresses.

Since no patching of the object is allowed
(i.c. all the changes must be made at the
source code level), it is necessary to rebuild

. only the affected part of the system.

The solution entails differential building
tools, e.g. tools that rebuild only the subsys-
tems that have changed, while still maintain-
ing a consistent system. The differential
building tools do the following:

a. Impact assessment: using the skisz hierar-
chy as a Table of Contents for the entire
system, all the objects affected by a pro-
posed change can be identified.

5. The UNIX system supports the notion of a current

directory: the directory from which it begins the
search for file names. .

“icre’
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b. Change propagation: a change in a
source file will typically trigger changes
in the slist referencing the file, as well as
in all the indirect slists all the way to the
master slist.

c. Change confirmation: a change in a
shared file may not affect a source file
that includes it, if the source file does
not use all the symbols in the shared
file.

The differential building tools minimize the
work to be done even further than the pri-
mary software manufacturing tools. The
differential manufacturing method has the
potential to reduce the time and resources
required to build a system by approximately
one order of magnitude.

4.4 Multimachine Environmesnt

The problem of distributed computing, in all
its aspects, is something yet to be solved.
As far as software manufacturing is con-
cerned, several problems are introduced by
having a multimachine environment, even
with all the machines under the same operat-
ing system. The problems we found were:

Parts of the SCCS archives had to
reside simulianeously on several
machines, triggering a need for a distri-
bution system to insure consistency
and integrity of the files.

The name uniqueness requirement
became harder to enforce, since each
SCCS structure needed to produce a
list of names to be shipped to, and
merged on one machine, where the
enforcement checks were performed.

It was necessary to designate for each
source file the machine on which the
changes are allowed, thus increasing
the complexity of the SCCS tools.

The ideal solution would be to have an
operating system supporting the ‘“virtual
machine” concept, e.g. the user does not
know or care what the distributed environ-
ment looks like.

The actual solution was to permit read-only
access to other UNIX machines [ALG2),
and to develop a higher level of SCCS com-
mands that will execute on a remote
machine the same way they execute on a
local machine. This arrangemcnt requires

only one copy of the SCCS archives (on oné
machine), thus climinating the consistency
and intcgrity problems.
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