R
Bell Laboratories Cover Sheet for Technical Memorandum
e
The information contained herein is for the use of employees of Bell Laboratories arnd is not for publication (see GEI 13.9-3)
-~ Title: Cycles to Burn: The Challenge of Abundance Date: July 3, 1980
Other Keywords: UNIX T™M: 80-3633-5
Author(s) Location Extension Charging Case: 49343-12
Alan R. Feuer MH 2C-273 3136 Filing Case:  49343-12
3633-800703.01TM
-~
ABSTRACT
The computing power available per person continues to grow rapidly. This paper
looks at some ways that the increased power will change what we expect a compu-
ting system to do for us. Some deficiencies of UNIX M are used as a vehicle for
exploring these new expectations.
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1. INTRODUCTION

We are entering an era in which computing power will become a plentiful resource. Some
predict that within-four years the computing power of a VAX 11/780, or even an IBM 370/ 158
[2], will commonly be available per terminal (and perhaps inside the terminal). This abun-
dance challenges conventional views of what a computing system is.

Most existing computing systems were designed for environments where computing power is
scarce. UNIX™, for example, was designed to share a quite small computer among several
users. As the power available per person grows we will come to expect services from our com-
puting systems that are not possible in today’s environments.

Whar are these new expectations likely 1o be? To answer this question [ have taken a critical look

“at the UNIX system. UNIX has deservedly enjoyed great success. There is much within its

design philosophy that should be inherited by future systems. But there are areas where UNIX
has problems. It is from such problems that new expectations arise.

To most users, the system is the computing model prescnted by the outermost layer of pro-
grams. In UNIX this is the model presented by the ideas in Section 1 of the User Manual (3],
principally the Shell and the file system. I chose to examine the UNIX system because it meets
so many of our current expectations so well. It is a good example of what can be achieved
given the computing power available today. Most systems suffer from the deficiencies of UNIX
plus a host of others.

This paper is mostly a discussion of problems. No real solutions are preseated. My intent is to
encourage thinking about what comes next, even at this early stage when traditional timeshar-
ing still serves us well. Read on, critically.

2. THE NAMING PROBLEM

A typical thing one does on a general purpose computing system is to create objects, such as
memos, letters, pictures, and programs. In order to save an object for later access UNIX
requires that the object be stored in a file. In order for the file to be unambiguously accessible,
the file must be given a unique (full) name. This has two unfortunate effects.

First, one is forced to invent (and remember) symbolic names for objects that do not reaily
have names. Temporary files are sometimes in this group. Letters, pictures, and memos are
almost always in this group. Thus one accesses ‘“‘the letter last year to the Berkeley Computer
Science Division” with something like “‘letters/berkeley79.csd2,”” and ‘‘last week’s plot of log
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response time versus the naumber of active processes” with something like
*‘perf/response/procs.6-23"" (or was it *‘perf/6-23/response.procs'’). .

Second, one is forced to invent uncommon names for common entities. As an example con-
sider some of names given to the generic command priat in PWB/UNIX (3]

e prs, prt: print an SCCS file

e man;: print a manual page

e pib: print 2 programmer information bulletin
e cat: print text unpaginated and unformatted

e Dr: print text paginated and uniformatted

e aroi, mm: print text paginated and {ormasted

Or consider the names that must be given to the logical parts of an object, for example a pro-
gram. The source code resides in a dle of one name, the object code lies in another file of
apother name, the executable in still another file with a different name, and the documentation
in yet another file with yet a different name. (You may argue that if one knows the conven-
tions these various names are aot troublesome. Ckay, then where is the source for that most
common of commands cd? And once vou've found it how dces it help vou fnd its documenta-
tion?)

The symptom of the naming problem is that we are forced to create too maay names. Cur
directories are full of files with names whose meaning we have {orgotten 2nd we il upon gen-
eric commands with an array of less than teiling aliases.

3. THE ACCESS PROBLEM

The access problem is related to the naming problem. All objects are stored in files and
accessed by the file name. While it is true that a logical dle system, such as on UNIX, frees
users from having to know which disk drive a fle is stored on, or even whether or not it is
stored on a disk, these systems stll rely on {ile names which are reaily just symbolic addresses.
That is, objects are accessed by knowing where they are stored.

To illustrate the problem of access by location counsider the sk of Gnding the source code fora
particular system {unction. Suppose someone suggests that you look at the standard library
routine fwrire.

You might begin by looking in your programmer’s manual' for a writeup on jwrite. You thumb
immediately to Section 3 without zoing to the index because you know that standard library
routines are located there. To your befuddlement there is no page for fwrite. '‘Aba,” you say,
it must be out of order.”” But looking a couple of pages sach way doesn't bring much success.
You decide to check the index after all and discover that the writeup for firite is stored under
fread,

After reading about fwrite, you decide o look at the sourcs code. Never having looked at sys-

tem code before you begin your search from /. A few false siarts looking under sys and unix
lead you to the unlikely candidate usr. Usr has three reasonable choices. After vou've searched
through i and pud (and ruled them out) vou look into src. Src looks good as it has the sub-
directory 6. But within 45 nothing looks good. Recalling the classification of libraries from
Section 3 of the manual you decide to rule out the directories that you know: i6F77 is the for-
tran library, 4bPW is the PWB library, dbc is the C library, :ibm is the math library, libelor must
be the piot library. It must be in 44/ or iiby. Quick inspection shows that it is in neither. Your
next guess was doe, which looks very good as it has a subdirectory stdio. You descend into srdio
and car jwrite.c. But jwrire.c is not to e found. Taen it strikes vou. "*Of course, since the wri-
teup Tor fwrite was stored uander fFead. :he source Tor Swrite must Te sicred under fegd.c.”

. Tae Programmer’s Vorkbenca manual {3} aed svstem ire used Sor :his sxampie.

.
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Again you are wrong. So you Is the directory to look for something close. But none of the file
names are close, though there are a lot of fnames: fget, fopen, fseek, etc. Tired and weary, you
decide to grep for fiwrite hoping not to be overwhelmed with usages. And at last, you find it in
rdwt.c.

Amazed at how long it took to find fiwrite by manual searching (and realizing that not even an
exhaustive search using find would have helped) you muse that someone has certainly written a
command to do just what you’ve done. In fact you can recall mention of such a command, it
was called findCfunc. But you don’t remember where findCfunc was located. So you decide to
look for it.

You might begin by looking in your programmer’s manual for a writeup on findCfunc. ...

The heart of the problem is that we usually are interested in what an object is rather than in
what an object is called. Calling a rose Rosa odorata or *‘that flower”” subtracts nothing from its
fragrance. Many of the characteristics desirable for accessing the records of a data base, such as
multiple access paths and access by contents, are desirable for accessing the objects of a compu-
ting system.

4, THE UPDATE PROBLEM

A difficult problem in maintaining a collection of interrelated parts is to know which part
depends upon which others, that is, which parts are affected by a change in some other part.
An example of this in programming would be to determine which in a collection of modules
must be recompiled as a result of a change in one of the modules. The make [1] program
addresses the update problem.

Knowing how the parts of a whole are related is a problem on UNIX because the files in which
the parts are stored are related only casually. In the best case the files are related by naming
conventions, but often they are related only by knowledge of their contents. For this reason
make requires explicit instructions as to how the parts fit together. Even with the knowledge of
how the files depend upon one another, make at best is too conservative. It has no way to
know if a change in one file requires rebuilding another. For example, prog.c may depend only
upon some of the definitions in head.h. Nevertheless, make will cause prog.c to be recompiled
whenever any change is made to head.h.

Basically the problem is that dependencies are based on files and files are too coarse. We tend
to collect many structuraily complete objects within a single file. We do so partly for efficiency,
to reduce the number of file accesses. We also pack many objects into one file because if we
tried to store objects one per file our directories and our minds would soon be swamped with
names.

S. THE COMPLEXITY PROBLEM

One likely scenario of a future computing environment is that within each terminal will be an
operating system running a collection of cooperating concurrent processes. For example, while
entering English text at a terminal, perhaps a formarter, a spelling checker, and a style enforcer
might all be examining the input. An important question for such a scenario is how to manage
the complexity, both internally (within each process) and externally (to the system user).

The Shell makes it. easy to specify simple parallelism using pipelines. But pipelines are not
sufficiently general given the abundant computing resource at hand. Also, they require too
much information from the user, namely, in what order the data is to pass from process to pro-
cess (should the speiling checker get a word after the formatter and before the style enforcer or
after the style enforcer and before the formatter, or do I care?) One way to relieve the user of
these decisions and still preserve the independence of the processes that pipes so nicely permit
is to create sheil procedures that set up the pipeiines. as is done by commands such as mmt.
The disadvantage to this approach is that such procedures must have prodigious option lists to
allow some control over the internal commands, and the procedure names add to the naming
problem by further cluttering the name space for commands.



-

[t seems that two devices are needed. The first allows the comstruction of networks of pro-
grams with the same ease one constructs pipelines. The second allows the request of services
without having to specify how the underlying programs interact. One should be able to ask for
‘“‘this text to be formatted as a technical memo, output on the typesetter, with referencs, table,
picture, 'and equation processing as needed.”

6. THE LANGUAGE PROBLEM

The evolution of UNIX facilities is evident in the variety and quantity of languages a user must
learn. This has been praised in that one only needs to learn the languages for the facilities one
wishes to use. Also, this allows the languages to match the application better than some gen-
eral language to be used in all domains. The unfortunate consequence is that the different
languages often have different and sometimes conilicting conveations.

For example, consider ihe variety of command line formats. Options are usually introduced by
a leading minus, but some commands rsquire them :0 be specified separately and some reguire
them to be specified together. Sometimes the options can go anywhere on the command line
and sometimes they must follow the command name. A scle minus as an argument sometimes
references the standard input and sometimes it is itseif a command option.

Or consider :he construction of regular expressions for matching text. A good deal of effort has
been spent to unify the syntax acrcss commands. Nevertheless, ed 2ad sh, two of the most
used commands. have different conventions. Or consider the variety of forms {or the IF-
construct found in commonly used programs. C has one {orm, the C preprocessor has another,
the Shell another, and nroff/troff sull another.

What is missing is a model for common constructs. Thus far, no form of the >asic constructs
has managed to hold the attention of system program designers. The forms in C bave come
closest, reappearing in be and in awk. Still, most programs remain individualistic, including the
recently rewritten Sheil.

7. CONCLUSION

This has not been an 2asy paper for me 0 write. [ owe much to UNIX for raising my standards
of what to expect from a computing environment. But the world is not statonary, not the
hardware. not the software, and not our imaginadons. UNIX is aot getting poorer, we are get-
ting richer.

The problems [ have discussed wiil aot go away with more cieaning and fne tuning of UNIX.
A simple change. like maiing regular expressions in the Sheil more like those in he aditor Dy
decreeing **."" shall repiace **?"" to match any singie character, wouid surely cause paranocia at
UNIX terminals. Though strictly such a problem does not beiong to the operating system, it
and many like it are 2 consequence of decisions spread throughout the system.

The chailenge of abundance is to conceive of a computing modei that has the elegance of
UNIX plus the powerful interface we will come to expect when one has cycles to burn.
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